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1 Objective

The objective of this work is to extend the intermediate representation of LLVM with capabilities
to handle programs in Static Single Information form [1]. Once the intermediate representation
of LLVM has been properly extended, we will use the new features to provide LLVM with a
variable bitwidth analysis [9] and the ABCD algorithm for array bounds checking elimination [2].

The conversion for SSI form is an idea that some people find useless. I would like to have
opinions on this matter to decide if I will convert to SSI, or only provide LLVM with a variable
bitwidth analysis and the ABCD algorithm for array bounds checking elimination.

2 Motivation

The LLVM compiler uses an intermediate representation strongly based on the Static Single
Assignment (SSA) form [5], which has the property that each variable is used at most once. The
Static Single Information (SSI) form [1] is an extension of SSA form which has the additional
property that each definition of a variable will be used only along one path of the control flow
graph of the program.

The SSI representation is a central part of many different analysis and optimizations that
are used in the back end of compilers. It is used, for instance, to implement bounds checking
elimination of arrays 2] and other memory regions [8]. It is also used to implement bitwidth
analysis, which maps each variable in the source code to an approximation of its size, in bits [9].
Recently it was showed that the interference graphs of programs in SSI form are interval graphs,
what simplifies register allocation [3].

3 Methodology

We plan to extend the intermediate representation of LLVM with a new instruction, that we
call 0 node '. Additionally, we will add to LLVM one pass that converts a program from SSA
form to SSI form, using the algorithm described in [1|. In this way, the new representation will
be used only when necessary, and programs compiled using the original LLVM IR will not need
to be recompiled.

The o-nodes, or o-functions, are the dual of ¢-functions. Whereas the latter has the func-
tionality of a variable multiplexer, the former is analogous to a demultiplexer, that performs a
parallel assignment depending on the execution path taken. Consider, for instance, the assign-
ment below:

[(vu,...,vnl) . Ll,...(’ulm,...,’unm):Lm] :O'(’Ul,...,vn)

' This instruction is called 7-node by Bodik et al [2], and switch operator in [6].



which represents m o-nodes such as (v;1 : Li,...,Vim : L) < o(v;). This instruction has
the effect of assigning to each variable v;; : L; the value in v; if control flows into block Lj.
Notice that variables alive in different branches of a basic block are given different names by the
m-function that ends that basic block.

To validate our additions to LLVM, we plan to implement two new passes for this compiler.
The first pass will be the bitwidth analysis described by Stephenson et al. [9], which maps
variables to a lower bound of their size in bits. This analysis is necessary to hardware synthesis,
a domain on which LLVM has already been used [4]. We hope that our analysis will be able
to help improve experiments like those performed by Cong et al. [4], who mapped variables to
random widths, instead of using approximated lower bounds. The second pass that we plan to
implement will be the ABCD algorithm for eliminating array bounds-checking [2]. We plan to
use this new pass to verify if induction variables are being used inside correct boundaries.

4 Timeline

This is a three months project. The first month will be dedicated to extending the LLVM inter-
mediate representation with the new o instruction, and a pass to map SSA form into SSI form.
The second month will be dedicated to the implementation of the variable bitwidth analysis,
whereas the third month will be dedicated to the implementation of the ABCD algorithm.

5 Biography

I am currently a first year master student at the Federal University of Minas Gerais, under ori-
entation of professor Roberto Bigonha, and co-orientation of Dr Fernando Pereira and professor
Mariza Bigonha. Before joining the master program, I spent two years doing undergraduate
research in two different lines areas: OSGi, with one published journal at the SEN 2008 [12];
Aspect Oriented Programs, with three published papers, SAC 2008 [13], WASP 2006 [10] and
REIC 2007 [11].

I believe I will be able to successfully work in this project for three reasons. First, my
co-adviser, Fernando Pereira, has a deep knowledge on LLVM. He participated as a Google
Summer of Coder in 2006, developing a chordal based register allocator for LLVM [7]. Second,
I will implement a register allocator based on coloring of chordal graphs, similar to [7], this
semester, which will enrich my knowledge on LLVM. Third, I am really excited about working
with LLVM.
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